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Introduction

Often synonymous with providing anonymity for the acquisition of nefarious goods online, cryptocurrencies, like Bitcoin, have been brought to the forefront after gaining traction due to recent media attention. Increased exposure has publicized the utility of cryptocurrencies and spurred the production of new currencies, like Litecoin and Darkcoin. As more consumers turn to online markets, such as Silk Road, for the purchase of both legal and illegal goods, understanding the channels through which cryptocurrencies travel will be vital in future casework. In anticipation of this, Bitcoin, Litecoin and Darkcoin desktop wallet software was examined for forensic artifacts including software GUID, transaction logs, wallet addresses, access times and user and account settings. To ensure a holistic evaluation the examination was conducted on multiple operating systems in three states: fresh installation, intermediate use and deleted.

Basics of Cryptocurrency Design

Bitcoin’s creation is credited to the alias Satoshi Nakamoto, whose identity is still unknown. The idea behind Bitcoin was initially proposed in October 2008 as a “purely peer-to-peer version of electronic cash” that would cut out the middle man, i.e. financial institutes1. Satoshi’s idea would

---

circumvent the financial institution’s trust based model in favor of a cryptographic proof of work model.

The benefits of this model are twofold:

- Non-reversible transactions protecting sellers from fraud
- Agreement of address escrow mechanism to protect buyers

One issue that needed to be dealt with was double spending. In the trust model, a trusted third party verifies that the money has not already been spent before allowing a transaction. This obstacle led to Bitcoin’s greatest innovation, the blockchain. The blockchain is essentially a public ledger that is made up of blocks containing all previous transactions of the currency (Fig. 1).

![Figure 1. The blockchain is made up of blocks. Each block is made up of hundreds of transactions. The start of the chain, the Genesis block, is blue. The main chain is black and forks in the chain are purple, referred to as “orphan” blocks.](image)

This blockchain prevents double spending by the verification process each transaction must undergo. This process is designed to take ten minutes to complete and is composed of these basic steps:

1. Assign the transaction to a block that is in a queue to be verified
2. Confirm coins were signed with the sender’s address private key
3. Confirm coins have not already been spent by checking the blockchain
4. Repeat for all transactions in the block

---

5. Calculate a difficult SHA256 hash of the block plus “nonce”

6. Add the block to the blockchain

All the transactions in a given block are considered verified once that block is followed by five blocks. If a block never reaches five following blocks, it is considered an “orphan,” as shown in Fig. 1 above.

The majority of the verification process is spent computing an arbitrarily difficult SHA256 hash of the block (step 5, above). Bitcoin uses the hashcash proof of work function for this step. A SHA256 hash of the block must be calculated with a certain number of preceding zeroes. As more nodes are present (i.e., more Bitcoin users) the number of preceding zeroes increases, effectively increasing the difficulty of the calculation. After every 2,016 verified blocks a system automatically adjusts the difficulty of the hash if the average time of the verification process deviates from ten minutes. Difficulty increases as more Bitcoin nodes are added to the network (Fig. 6). Computers compete by appending a “nonce,” a random number, to the block and rehashing it until the correct hash is obtained. Once the correct hash is obtained, the nonce used is broadcasted to the network where each node appends the nonce to the block and hashes it, if a majority of the nodes agree then the block, and all of its transactions, is added to the chain. Once there are five blocks above that block, the transactions are verified. The verification process is referred to as “mining”.

---


Figure 2. Difficulty is determined every 2,016 blocks and usually increases to prevent the verification process deviating from 10 minutes as more nodes join the network.

Miners are individuals who verify transactions by computing difficult hashes. Miners are incentivized to verify transactions with Bitcoin rewards. More miners increase the integrity of transactions by making it more difficult for a bad actor to have control of a majority of the verification process.

There are three ways of obtaining Bitcoins: purchase from an exchange, transfer among individuals, and mining. Mining has two main functions:

- Verify and add blocks to the blockchain
- Release new Bitcoins to the market

Once the verification processes is completed, the computer that calculated the correct hash is rewarded with freshly ‘minted’ Bitcoins called the coinbase. The current reward is roughly 25 Bitcoins per block. Users typically pay fees when making transactions. These fees will also be awarded to the miner to incentivize them to include their transactions in the block. These fees will be increasingly important to miners as the coinbase decreases over time. Miners work in pools, as the likelihood of calculating the hash on their own is slim. When a member of a pool calculates the winning hash the
reward is split amongst the group based on each individual’s contributed computation power. To stimulate scarcity, Bitcoin has a finite amount of coins that can ever be created, 21 million Bitcoins. There are currently over 13 million coins in circulation. As more coins are mined the reward decreases (Table 1).

### Table 1. Depicts diminishing returns on Bitcoins per block as more Bitcoins are in circulation. Each decrease in reward is referred to as a block reward-halving event.

<table>
<thead>
<tr>
<th>Block</th>
<th>BTC/block</th>
<th>Year</th>
<th>Start BTC</th>
<th>End BTC</th>
<th>BTC Increase (%)</th>
<th>BTC Supply % of Limit</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>50.00</td>
<td>2009</td>
<td>0</td>
<td>2625000</td>
<td>Infinite</td>
<td>12.50</td>
</tr>
<tr>
<td>52500</td>
<td>50.00</td>
<td>2010</td>
<td>262500</td>
<td>5250000</td>
<td>100.00</td>
<td>25.00</td>
</tr>
<tr>
<td>105000</td>
<td>50.00</td>
<td>2011</td>
<td>2625000</td>
<td>7875000</td>
<td>50.00</td>
<td>37.50</td>
</tr>
<tr>
<td>157500</td>
<td>50.00</td>
<td>2012</td>
<td>7875000</td>
<td>1050000</td>
<td>33.33</td>
<td>50.00</td>
</tr>
<tr>
<td>210000</td>
<td>25.00</td>
<td>2013</td>
<td>10500000</td>
<td>1181250</td>
<td>12.50</td>
<td>56.25</td>
</tr>
<tr>
<td>262500</td>
<td>25.00</td>
<td>2014</td>
<td>11812500</td>
<td>1312500</td>
<td>11.11</td>
<td>62.50</td>
</tr>
<tr>
<td>315000</td>
<td>25.00</td>
<td>2015</td>
<td>13125000</td>
<td>1443750</td>
<td>10.00</td>
<td>68.75</td>
</tr>
</tbody>
</table>

Users who possess a full Bitcoin client act as nodes on the Bitcoin network. Each node possesses its own up-to-date version of the blockchain. Each new block added to the chain contains the hash of the header of the block below it, as well as newly verified transactions, when a majority of the nodes verify the transactions and a set hash is computed (Fig. 3-5). This chain of blocks has one path leading to the first block created, the Genesis block. Forks in the chain are possible if two blocks are created within seconds of each other. Because new blocks always have a hash of the block below it,

---

forks never merge further up the chain. Only blocks in the long chain will continue to grow. The unused block is referred to as an Orphan block. The transactions in the Orphan block are added to another block and go through the verification process again to get added to the long chain. Additionally, miners receive no reward for Orphan blocks. Transactions will not be verified until five other blocks follow a block. This way, modification of the blockchain is impractical due to the need to regenerate the hash of all the blocks above it.

<table>
<thead>
<tr>
<th>Height</th>
<th>Age</th>
<th>Transactions</th>
<th>Total Sent</th>
<th>Relayed By</th>
<th>Size (kB)</th>
</tr>
</thead>
<tbody>
<tr>
<td>307970</td>
<td>8 minutes</td>
<td>1563</td>
<td>11,873.9 BTC</td>
<td>Discus Fish</td>
<td>764.11</td>
</tr>
<tr>
<td>307972</td>
<td>42 minutes</td>
<td>327</td>
<td>2,615.49 BTC</td>
<td>BTC Guild</td>
<td>192.24</td>
</tr>
<tr>
<td>307971</td>
<td>49 minutes</td>
<td>589</td>
<td>2,960.95 BTC</td>
<td>GHesh IO</td>
<td>324.36</td>
</tr>
<tr>
<td>307970</td>
<td>57 minutes</td>
<td>946</td>
<td>7,214.04 BTC</td>
<td>BTC Guild</td>
<td>453.07</td>
</tr>
<tr>
<td>307969</td>
<td>1 hour 16 minutes</td>
<td>816</td>
<td>6,543.98 BTC</td>
<td>BTC Guild</td>
<td>440.40</td>
</tr>
<tr>
<td>307968</td>
<td>1 hour 30 minutes</td>
<td>262</td>
<td>1,167.27 BTC</td>
<td>Discus Fish</td>
<td>128.27</td>
</tr>
</tbody>
</table>

Figure 3. There are numerous websites that allow individuals to view the blockchain, such as blockchain.info. Each block in the blockchain is assigned a number in the chain and is verified along with the transactions within it.

One concern with the blockchain is that if 51% of the nodes are ever controlled by one or one group of individuals the system breaks. Only a majority of nodes are required to agree to verify a transaction. With 51% of the nodes, they can push through or deny any transaction. However, this inherent flaw is only a concern with large mining pools as an individual is unlikely to have the resources to possess 51% of the nodes at a given time.
Figure 4. Each transaction in a block can be examined to see the addresses and amount of Bitcoins involved in each transaction.

Figure 5. Each individual transaction in a block can be examined for even more data including “Received Time”.
**Bitcoin for Individual Users**

Bitcoin is categorized as a cryptocurrency because of its cryptographic roots\(^7^8\). Bitcoins are stored in web, mobile, or desktop wallets and, within a wallet, are assigned to certain user created addresses. For each address, a public and private key is generated. Users can dictate which address to use for any transaction. This is confirmed in the verification process with the user’s public key that is mathematically related to the private key.

Bitcoins wallet addresses and public and private keys are mathematically linked through a series of algorithms (Fig. 6). This process is described in detail in Ken Shirriff’s blog\(^9\). Private keys are randomly generated 32-byte numbers. Bitcoin uses Elliptic Curve Digital Signature Algorithm (ESDCA) cryptography to generate a 64-byte public key with a 0x04 prefix from the private key. The SHA-256 and RIPEM 160 algorithms create a 20-byte hash of the public key. The address associated with the public and private key is simply a 1 byte prefix, the custom base58 encoding of the 20-byte public key hash, and a 4 byte check code. This process can be replicated forward starting with a random private key to arrive at an address. However, it has not been proven possible to use an address and derive its private key. In a transaction, the sender signs the coins with the used address’ private key. The blockchain then confirms that the coins being used have not already been spent, through the verification process.

---


Figure 6. Demonstrates the process through which an address is generated. This process is primarily only one way. To protect the address used in this figure, the private and public key values were made up.

**Litecoin**

Litecoin is based on Bitcoin’s node system and was created by Charles Lee in October 2011. The currency was created to make improvements on the Bitcoin system. Overall, the currency works in the same manner as Bitcoin. Litecoin has a peer-to-peer network where each node has an updated blockchain. Litecoins are stored in wallet addresses with public and private keys. The sender’s private key is used to sign the currency when making a transaction. Verification proceeds with miners packaging transactions in blocks, confirming a sender’s legitimate private key was used to sign the currency by comparing it to the sender’s public key, and processing a difficult hash. Miners that calculate the correct hash are rewarded with Litecoins. Litecoin has four main variations on the Bitcoin model:

- Scrypt based hash

---


• Four times faster verification time
• More frequent difficulty adjustments
• Four times total Litecoin limit

Scrypt is a memory-hard function whose purpose is to maximize the amount of memory it uses for every process\textsuperscript{12}. Scrypt was originally created to make brute forcing a password hash more time consuming, however it has been implemented in Litecoin to decrease entry cost. Litecoin is more memory intensive rather than just arithmetic based, like Bitcoin. Application-specific integrated circuits, ASICs, are chips that are designed for specific purposes, such as Bitcoin mining. ASICs, which are more commonly used in Bitcoin, would be considerably more expensive for Litecoin mining. Additionally, return benefits from ASIC hardware would also be decreased by 10-fold in Litecoin mining. CPU mining is no longer truly viable with Bitcoin. It is, however, still an option for Litecoin miners. The difference between CPU vs. GPU mining in Litecoin is less extreme than in Bitcoin and because of these factors; Litecoin is more inclusive in that relatively inexpensive hardware can be used to productively mine.

Litecoin boasts a two and a half minute verification time. This also means that miners are rewarded more frequently as blocks are verified more often. Because the 2,016 blocks are processed four times quicker than in Bitcoin, this means that forks in the blockchain and difficulty readjustments happen four times more frequently. As forks happen more frequently, there is a greater waste of computational power as nodes are more likely to hash orphan blocks before the location of the correct block is broadcasted. With the potential for there to be 84 million Litecoins in circulation, the market cap and purchasing power of Litecoin would surpass Bitcoin, if the value of a Litecoin were greater than a quarter of a Bitcoin; however, currently a Litecoin is only worth two percent of a Bitcoin.

Darkcoin

Darkcoin is a relative newcomer to the cryptocurrency field, but has grown quickly perhaps owing to its increased focus on anonymity\textsuperscript{13}. It does this through the custom implementation of CoinJoin, called Darksend. CoinJoin is a popular structure that many mixing services are based on. While CoinJoin is not built into Bitcoin, Dark wallet is a CoinJoin implementation built on the Bitcoin network. CoinJoin works by mixing multiple transactions into a pool and then sending money from that pool to intermediaries, other pools, and eventually to the recipients. However, this mixing service is provided by a centralized server, which if it were compromised ‘anonymous’ transactions would be revealed.

Another mixing service based on CoinJoin is ShareCoin and was recently discovered to not be as anonymous as users believed\textsuperscript{14}. Since Darksend is built into the Darkcoin client, their mixing service is decentralized and is unlikely that enough users would be compromised to threaten anonymity on the server. As yet, no weakness has been discovered in Darksend’s capability to provide anonymous transactions.

Darkcoin has three unique properties: denominations, master nodes, and an inflationary currency. As of Release Candidate 4, to use Darksend users must allow their wallet to ‘anonymize’ their Darkcoins first and then only send transactions using the anonymized Darkcoins. The anonymizing process is configurable and shows up in the wallet’s transaction log with the type “Darksend Denominate” with an associated fee of 0.001 Darkcoins for each mixing cycle. Master nodes are simply nodes that provide the mixing service using the Darksend technology. These master nodes are elected by a pseudorandom algorithm and receive twenty percent of the block reward. Becoming a master node


is meant to be difficult, a node must have at least 1,000 Darkcoins and the user must be technically savvy enough to set up the master node.

Darkcoin utilizes a two and a half minute verification process, similar to Litecoin. There are only a maximum of 22 million Darkcoins that can be created. Darkcoin uses X11 as its proof of work hash. X11 is a chained hashing algorithm that is composed of 11 different hashes. This hashing function is more complicated than the SHA256 hash in Bitcoin and prevents current ASICs from being utilized efficiently. Darkcoin, like Litecoin, favors CPU and GPU mining. Darkcoin reevaluates the difficulty of the hash every block using DarkGravityWave. In contrast to Bitcoin and Litecoin, Darkcoin features a block reward curve where reward decreases gradually as more blocks are mined. The reward curve will eventually reach a steady 7% annual release of Darkcoins. This makes Darkcoin an inflationary currency, unlike the deflationary Bitcoin and Litecoin.

This introduction is not meant to address every nuance of these currencies, but should provide sufficient working knowledge of these cryptocurrencies for this report. A reference table below summarizes the differences between the three cryptocurrencies under examination. (Table 2).

<table>
<thead>
<tr>
<th></th>
<th>Bitcoin</th>
<th>Litecoin</th>
<th>Darkcoin</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Current value (USD)</strong></td>
<td>600</td>
<td>9</td>
<td>9</td>
</tr>
<tr>
<td><strong>Coins in circulation</strong></td>
<td>13,000,000</td>
<td>30,000,000</td>
<td>4,500,000</td>
</tr>
<tr>
<td><strong>Currency type</strong></td>
<td>Deflationary</td>
<td>Deflationary</td>
<td>Inflationary</td>
</tr>
<tr>
<td><strong>Maximum coins</strong></td>
<td>21,000,000</td>
<td>84,000,000</td>
<td>22,000,000</td>
</tr>
<tr>
<td><strong>Verification time (min)</strong></td>
<td>10</td>
<td>2.5</td>
<td>2.5</td>
</tr>
<tr>
<td><strong>Hash used</strong></td>
<td>SHA256</td>
<td>Scrypt</td>
<td>X11</td>
</tr>
<tr>
<td>Reward</td>
<td>25 BTC</td>
<td>50 LTC</td>
<td>5 DRK</td>
</tr>
<tr>
<td>--------</td>
<td>--------</td>
<td>--------</td>
<td>-------</td>
</tr>
<tr>
<td>Reward type</td>
<td>Reward halving</td>
<td>Reward halving</td>
<td>Reward curving</td>
</tr>
<tr>
<td>Difficulty adjustment</td>
<td>2,016 transactions</td>
<td>2,016 transactions</td>
<td>1 transaction</td>
</tr>
</tbody>
</table>

Materials & Methods

Materials used for this research project include:

- One external hard drive
- VM Workstation and ISO files for operating systems analyzed
- Bitcoins, Litecoins, and Darkcoins for trading purposes
- Access to forensic software programs (listed in Table 3)

Virtual machines (VMs) were created and maintained by VMware Workstation version 9.0.0. Each operating system analyzed had a negative control and three states: no use, intermediate use, delete. Each cryptocurrency wallet had a unique VM to avoid potentially confusing artifacts from a different wallet software. Negative controls were created with fresh installations of the operating systems being analyzed. The control’s memory and hard drive were preserved for later analysis by duplicating the VM’s VMEM and VMDK files, respectively. Controls were then copied using VMware’s “Full Clone” option to create independent VMs for testing.

The first batch of clones, labeled the “Before” state, had their respective wallets installed and up to date with the blockchain, but were not used to trade. Clones of the “Before” state, labeled the “After” state, were used to conduct trades with a variety of other wallets. In order to obtain a comprehensive dataset, wallets sent to and received from included desktop, mobile, and web wallets. Clones of the “After” state, labeled the “Delete” state, employed a variety of deletion methods and the resulting artifacts upon deletion of the software.
On Windows VMs, Regshot version 1.8.3 was used to analyze differences in the registry for all VM states. Additionally, Wireshark version 1.6.1 captured network activity for all VM states. Each VM’s VMEM file was preserved before shutting it down. Afterwards a copy of their VMDK was also preserved for analysis. VMDK files were converted to an E01 image with FTK Imager Version 3.1.3.2. A variety of tools were used for memory and hard drive analysis (Table 3).

<table>
<thead>
<tr>
<th>Software</th>
<th>Version</th>
<th>Purpose</th>
</tr>
</thead>
<tbody>
<tr>
<td>Memory Analysis</td>
<td></td>
<td></td>
</tr>
<tr>
<td>FTK Imager</td>
<td>3.1.3.2</td>
<td>String searching</td>
</tr>
<tr>
<td>Volatility</td>
<td>2.3.1</td>
<td>Overall memory analysis toolkit</td>
</tr>
<tr>
<td>MantaRay</td>
<td>1.2.9</td>
<td>Overall memory analysis toolkit</td>
</tr>
<tr>
<td>Hard Drive Analysis</td>
<td></td>
<td></td>
</tr>
<tr>
<td>EnCase</td>
<td>6.17.0.90 &amp; 7.08.00.137</td>
<td>Overall case analysis toolkit</td>
</tr>
<tr>
<td>Linkil</td>
<td>1.0.0.1</td>
<td>Lnk file analysis</td>
</tr>
</tbody>
</table>

Contemporaneous notes were maintained throughout the entire research project. Where possible, results were placed in an Excel workbook on separate spreadsheets for convenience. Relevant artifacts searched for include: transactions with date and time stamps, GUID, user settings, installation information, and usage.

The “Deleted” state simulated deletion of cryptocurrency software and their artifacts using multiple methods. The methods used were: uninstall program with the provided uninstaller or CCleaner version 4.11.4619 uninstall and clean modules. The memory and hard drive were preserved and analyzed to identify any new or remaining artifacts resulting from a range of shallow to deep deletion activity.

**Results & Discussion**

**Bitcoin – MultiBit 0.5.18**

Multiple transactions were conducted with the MultiBit 0.5.18 client on Windows 7 and Ubuntu 14.04 VMs. After imaging and analysis of the virtual drives, the resulting artifacts were similar on both
operating systems. The majority of pertinent artifacts were found in

C:\Users\[User]\AppData\Roaming\MultiBit and /home/[User]/MultiBit directories on Windows and
Ubuntu, respectively. There was also a MultiBit-0.5.18 folder in C:\Program Files(x86) and /home/[User]
directories. However the MultiBit-0.5.18 folder did not contain any user activity artifacts. Limited
transaction data was stored in multibit .info files, located in the previously mentioned directories (Fig.
7). In my research, these .info files contained only transactions sent from the wallet.

![Figure 7](image.png) The multibit .info files stored in the MultiBit\multibit-data\wallet-backup directory contain some transaction
data. New .info files appear to be generated as part of MultiBit’s wallet backup service.

The MultiBit 0.5.18 and the Uninstall MultiBit 0.5.18 Ink files contained the SID of the account that
had the application installed (Fig. 8). This information is helpful in determining ownership of the
software program.
Figure 8. The MultiBit 0.5.18 and Uninstall MultiBit 0.5.18 lnk files contain the SID of the user’s account that the program is installed on.

The multibit.log file found in the MultiBit\log\ folder on both Windows and Ubuntu VMs contains a wealth of information including program start and stop times and detailed transaction logs. Time stamps in the log were primarily in local time, unless otherwise stated. For example, when a user starts MultiBit, a “Starting MultiBit at” followed by a date and time stamp in UTC appears in the log. The last entry added to the log when a user closes MultiBit is “Making request to shut down socket” preceded by a local time stamp (Fig. 9). It is possible for a start entry to not be followed by a corresponding stop entry, and this indicates improper termination of the application such as a forced shutdown of the operating system. Only the most recent transactions will be found in the log as it has a finite storage capacity.

Figure 9. Start and stop commands from the multibit.log file can help an examiner establish a user activity timeline.
Detailed transaction data was stored in the multibit.log file. Each transaction sent from the wallet begins with a “SendBitcoinConfirmAction” preceded by a local timestamp. The entries following contain the transaction hash, addresses, and the amount of BTC involved. Note, to obtain the public addresses, one must convert the RIPEM-160/SHA-256 representation of the public address found in the log into Base58. This process will be demonstrated in the network capture section.

A “Peer announced new transaction” is indicative of a transaction being received by the wallet. Like the above, a local timestamp, transaction hash, addresses, and the amount of BTC involved are preserved (Fig. 10). A python script searching for the terms indicating start and stop activity, and transactions would be ideal for analyzing this lengthy log file.

Figure 10. Transactions sent from the wallet appear after a “SendBitcoinConfirmAction” entry. Transactions to the wallet appear after a “Peer announced new transaction” entry. These transactions contain the time, transaction hash, address inputs and outputs, and amount traded. This can also be compared with the start and stop times to determine transactions in particular sessions of the application.
RecentFileCache.bcf in the C:\Windows\AppCompat\Programs\ directory is another source that can reference recent execution of an application (Fig. 11). Previous research on RecentFileCache.bcf suggests that listed executables are typically new to the system and recently run by the user\(^{15}\).

![Image of RecentFileCache.bcf]

**Figure 11.** RecentFileCache.bcf contains recently executed applications and may contain reference to an executable even if it is no longer present on the system.

There are registry keys present in the SOFTWARE hive related to MultiBit, however no valuable user information was apparent. The following keys were associated with MultiBit installation:

- HKLM\SOFTWARE\Classes\bitcoin
- HKLM\SOFTWARE\Wow6432Node\Microsoft\Windows\CurrentVersion\Uninstall\MultiBit
  0.5.18

After thorough analysis, MultiBit was uninstalled on both Windows and Ubuntu VMs. In Windows, the only pertinent files removed were lnk files and registry keys. In both cases, the MultiBit directory containing the .info and multibit.log files were still present. Equally as important, a log file titled izpack appended with a series of numbers, is created when the user uninstalls MultiBit (Fig. 12). This file appears in the C:\Users\[User]\AppData\Local\temp and /tmp/ directories on Windows and Ubuntu.

respectively. IzPack is a packaging tool for Java applications. MultiBit’s universal Java installer is based off of IzPack and is most likely the source of this deletion artifact. No reference to IzPack was found on the system prior to uninstalling MultiBit.

Figure 12. The izpack log appears to be generated upon the user uninstalling the MultiBit program from their system.

These artifacts can be used to determine the following: which account the program is installed on, recent usage, user activity timeline, date and time of uninstallation of the program, and detailed transaction logs.

Due to issues with the VM’s VMEM files, string searching was the most extensive memory analysis possible. This revealed wallet addresses and sent/received address references, but did not allow for the recovery of transaction data (Fig. 13). This information could be used to indicate that MultiBit had been used during the current session and provide the examiner with additional addresses associated with the account.

Figure 13. Received with and sent to addresses can be found in RAM. This can provide examiners with recent additional addresses that are associated with the account.
Capturing Bitcoin network traffic contained a great amount of transaction information. The latest version of Wireshark (Version 1.10.0) contains a Bitcoin protocol – greatly assisting the examiner in analyzing Bitcoin network traffic. The Bitcoin protocol, operating from port 8333, uses many message types, the most important for examinations being inv and tx\textsuperscript{16}. The inv messages are typically the first sign of a transaction and an indication that the transaction has initially been accepted by the network. inv represents a node on the network advertising the knowledge of either a transaction (type 1) or a block (type 2) (Fig. 14). These nodes will use the same Payload checksum for this specific object. For message type 1 inv, the transaction hash is represented in Big Endian stored in the Data hash field.

Figure 14. The inv message represents a node (107.170.211.138) acknowledging an object – typically a transaction (type 1) or a block (type 2). All inv and getdata messages for this particular transaction will share the same payload checksum.

The inv message is followed by a getdata message, which contains a matching payload checksum to its parent inv and the transaction hash. The getdata message is a response from the host to the node

acknowledging the transaction (Fig. 15).

**Figure 15.** An inv will result in a getdata reply from the host (192.168.139.141) to the node (109.162.35.196).

The node then sends a tx message with the transaction details corresponding to the transaction hash in the previous inv and getdata messages. The tx message will have a payload checksum matching that of the first 4-bytes of the inv and getdata Data hash value. The tx message contains most of the information publically available on the blockchain (Fig. 16).
Figure 16. The tx message from the node (109.162.35.196) is in reply to the getdata message from the host (192.168.139.141). This message will have a payload checksum matching the first 4-bytes of the data hash in the previous inv and getdata messages. The tx message contains most of the information that would be publically viewable on the blockchain.

The Input and Output Count fields indicate the number of addresses involved. The “Previous output Hash” is the previous transaction hash in big Endian of each input address. Each output address has the corresponding amount sent and the address sent to in the “Value” and “Script” fields, respectively. It should be noted that the actual value sent and the value observed in Wireshark is a difference of $1 \times 10^8$. Additionally, the “Script” value must first be processed to arrive at the address as seen on the blockchain. This process involves taking the 25-byte “Script” value from Wireshark and removing the first 3-bytes and the last 2-bytes and running the remaining 20-bytes through a series of hashes (Fig. 17). The 5-bytes removed are simply Bitcoin protocol artifacts that are not necessary to decode the address.
Figure 17. A more detailed version of Fig. 6 starting with the generated ESDCA public key, which is made up of its \((x, y)\) position on the curve. The Script value from Wireshark is already the 20-byte product from the RIPEM160 and SHA256 hash of the public key. After removing the first 3-bytes and last 2-bytes from the Wireshark Script value the remaining 20-bytes must be processed. First a checksum must be calculated by sequential SHA-256 hashing of the 20-byte value with a prepended 00. The first 4 bytes of this value is appended to the original 20-bytes and base58 encoded. Then a Network ID must be prepended to arrive at the actual address. For Bitcoin, the Network ID is often 1 or 3. It is recommended that a script is created to automate this process.

There are many artifacts generated when a user uses MultiBit 0.5.18. The multibit.log and network captures contain the most valuable information to an examiner. Both of these will contain information needed to identify transactions on the user’s computer. The multibit.log, RecentFileCache.bcf, and IzPack files can also help with creating a user activity timeline from daily activity to date of uninstallation. The MultiBit Ink files can pinpoint on which user account the application is installed. These artifacts not only assist the examiner with the MultiBit client, but in the case of the network captures, any client or even cryptocurrency using the Bitcoin protocol.

**Litecoin – Litecoin 0.8.7.2**
The Litecoin wallet software shares many similar artifacts with MultiBit. The main folder for Litecoin is in the C:\Users\[User]\AppData\Roaming\Litecoin and /home/[User]\.litecoin directories for Windows 7 and Ubuntu 14.04, respectively. The wallet.dat file located in this directory contains references to addresses received on and sent to (Fig. 18).
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Figure 18. The wallet.dat file contains references to addresses received on and sent to. However, other transaction details such as a timestamp or an amount are not present.

On Windows, the Litecoin and Uninstall Litecoin lnk files contained the SID of the user account they were installed on (Fig. 19).

![Figure 19](image)

Figure 19. The Litecoin lnk files contain the SID belong to the user account which the application was installed on.

Litecoin has a debug.log file, in the directory previously mentioned, that functions in a similar manner to the multibit.log file. It contains information relating to user usage of the application and transaction data (Fig. 20). As it is a log file and can be overwritten with heavy usage, only recent usage and transaction data will be contained. All timestamps appear to be in UTC. Transactions sent from the
wallet begin with “CommitTransaction”. There are received transaction hashes present in debug.log, however, they do not contain full transaction information like multibit.log.

Figure 20. Parsing the debug.log file can be useful to an examiner attempting to determine recent user activity and transactions.

Litecoin registry keys only had values relating to system information. Litecoin keys were found in SYSTEM and SOFTWARE hives. The following keys were associated with Litecoin installation:

- HKLM\SYSTEM\Classes\litecoin
- HKLM\SYSTEM\Wow6432Node\Litecoin
- HKU\[User SID]\SOFTWARE\Microsoft\Windows\Uninstall
- HKU\[USER SID]\SOFTWARE\Litecoin

When Litecoin was uninstalled, all the previously mentioned artifacts were still present with the exception of the registry keys and lnk files. Unlike MultiBit, uninstalling Litecoin did not lead to the creation of an object that could date that activity.

String analysis of the VM VMEM files led to similar results seen in MultiBit as there were multiple references to addresses that were sent to during that user session (Fig. 21).
Litecoin has similar network traffic as Bitcoin. Unfortunately, there is currently no built-in protocol as of Wireshark (Version 1.10.0). Wireshark categorizes Litecoin traffic under the TCP protocol. Litecoin traffic operates on port 9333 and contains many of the same messages as Bitcoin including: inv, getdata, and tx. As there is no built-in protocol an examiner must manually parse the litecoin traffic (Fig. 22). The inv and getdata messages are relatively straightforward to parse, normal packets will be 115-bytes in length and contain the hash of either a transaction or block in big endian.
The packet details of the three main messages in the Bitcoin protocol are detailed. The fields within Transaction Input and Output are not shown in this figure. Note that these packet details have the same structure as Litecoin network traffic or any other cryptocurrency using the Bitcoin protocol.

The tx message is more difficult to parse due to variable fields (Fig. 23). The Transaction Input field contains 36-byte Previous output (32-byte transaction hash and 4-byte index), 1-byte Script Length, variable length Signature Script, and 4-byte Sequence fields. Typically, there is only one Transaction Input field, however it is more common to see multiple Transaction Output fields. The number of Transaction Output fields will depend on the value of Output Count. Transaction Output contains an 8-byte Value (represents the $1 \times 10^8$ amount sent), 1-byte Script Length, 25-byte Script fields.
Figure 23. The breakdown of the contents of a Litecoin tx message. This process can be repeated for any cryptocurrency using the Bitcoin protocol. Please note that the length of the “Script Signature” (10) is variable and the “Output Count” (12) will determine how many “Transaction Output” fields there are. Additionally, the “Transaction Output Script” value must be processed to obtain the address in a similar fashion described in the Bitcoin section (note the Network ID for Litecoin is typically “L”).

Installation of the Litecoin wallet leaves behind many pertinent artifacts on the user’s computer.

An examiner can determine which account the program is installed on, recent transactions, and general usage of the application. Even after uninstalling the application, these artifacts are still observable. Unlike MultiBit, there was no unique file created when uninstalling the application.

**Darkcoin - Darkcoin 9.11.6**

Darkcoin shares many similarities to Litecoin. Perhaps because the two wallets examined both utilize the Qt application framework. Installation did not create lnk files to analyze. The wallet.dat and debug.log files have similar artifacts and can be found in C:\Users\[User]\AppData\Roaming\Darkcoin and /home/[User]\darkcoin directories on Windows and Ubuntu, respectively. The wallet.dat file contains references to addresses belong to the wallet and those that were traded to (Fig. 24).
Figure 24. The wallet.dat file contains references to both addresses belonging to the wallet and addresses that were sent to in transactions.

The debug.log file has the same format and type of information as the Litecoin variant.

CommitTransaction indicates transactions sent from the Wallet. Application start and stop times are noted by “Darkcoin version” and “Shutdown : done” lines. (Fig. 25).

Figure 25. The debug.log file contains the same information found in the Litecoin debug log. This includes start and stop application time as well as transactions sent from the wallet. Timestamps are in UTC.
The HKU\[User SID]\Software\DarkCoin registry key appeared to be the only notable change to the registry during installation.

Oddly enough, the current version of Darkcoin does not contain an uninstaller and was not picked up on as an installed program in the control panel. For this experiment, Darkcoin was not uninstalled to determine what type of data gets left behind.

String searching memory with known user Darkcoin addresses contained references to addresses involved in transactions during the current user session (Fig. 26).
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Figure 26. String searching addresses in memory contains the same type of data as stored in the wallet.dat file. However, this can also be used to determine some transactions that have occurred in this user session.

Darkcoin operates on port 9999 and like Litecoin runs off of the Bitcoin protocol. However, it does appear to contain some unique message types. Darkcoin’s network traffic retains the typical inv, getdata, and tx structure indicating a transaction and can be manually analyzed in the same method described before (Fig. 27). The ddeep message appears to be a unique message type to Darkcoin. However, according to a developer post, this message pertains to masternode ping messages and is not related to a particular transaction.\(^\text{17}\)

Figure 27. Darkcoin contains most of the same message types as Bitcoin and Litecoin. It can also be manually analyzed in the same fashion. Wireshark does not recognize Darkcoin and interprets it as TCP traffic running on port 9999.

Darkcoin’s claim to fame is the anonymous Darksend feature which allows transactions to be ‘completely anonymous’. However, as of Release Candidate 3, there are currently many restrictions on this functionality. Because of this, there are not enough users participating to actually mix the transactions correctly. So while this data does not include transactions using Darksend, it can give an examiner an idea of where to start looking for transactions.

**Conclusion**

Examiners must be aware of common artifacts and the extent of information that is obtainable from evidence. In this study, the best method for observing transactions were network captures in combination with a blockchain lookup utility. However, it is important to find remnants of those transactions on a user’s computer. When examining a wallet application, it is vital to determine if there is a corresponding log file because they contain the most user activity and transaction information, outside of a network capture. The cryptocurrency wallet software examined shared remarkable similarity in the amount of information stored on the user’s machine for both Windows 7 and Ubuntu 14.04. Network traffic was also similar across the cryptocurrencies studied. The process of parsing Bitcoin’s network traffic, such as a tx message, was identical in Litecoin and Darkcoin. Consumers and
investors have demonstrated high interest in Bitcoin and virtual currencies as a whole and examiners should be prepared to analyze cryptocurrencies effectively as the likelihood of cases involving them continues to increase.